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In this work, we are interesting in solving the 1D and 2D nonlinear stiff reaction-diffusion
Brusselator system using a machine learning technique called Physics-Informed Neural
Networks (PINNs). PINN has been successful in a variety of science and engineering dis-
ciplines due to its ability of encoding physical laws, given by the PDE, into the neural
network loss function in a way where the network must not only conform to the mea-
surements, initial and boundary conditions, but also satisfy the governing equations. The
utilization of PINN for Brusselator system is still in its infancy, with many questions to
resolve. Performance of the framework is tested by solving some one and two dimen-
sional problems with comparable numerical or analytical results. Validation of the results
is investigated in terms of absolute error. The results showed that our PINN has well
performed by producing a good accuracy on the given problems.
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1. Introduction

The Brusselator model studied in this paper is used to describe an auto-catalytic chemical reaction
between two reactant substances where one of them interacts with the other in order to increase
its production rate [1]. Introduced by Prigogine Ilya [2], the reaction-diffusion Brusselator model is
described by the following reactions:

A
r1−→ U,

B + U
r2−→ V + F,

2U + V
r3−→ 3U,

U
r4−→ E,

where the positive parameters ri, (i = 1, 2, 3, 4) represent the reaction rate constant. In the system
above, a reactant, A, is transformed to a final product E in four steps with the help of four additional
species U , B, V , and F . A and B can be modeled at constant concentrations because they are
considered to be in vast excess.

Let Ω ⊂ R
2 and ∂Ω is its boundary. The Brusselator system is characterized by the following

system of PDEs [3]:










∂u

∂t
= µ∆u+ u2v − (ε+ 1)u+ β,

∂v

∂t
= µ∆v − u2v + εu,

(1)

with the given Dirichlet and Neumann boundary conditions:














u(x, y, t) = h1(x, y, t), (x, y) ∈ ∂Ω,
v(x, y, t) = h2(x, y, t),
ux(x, y, t) = 0,
vy(x, y, t) = 0,

448 c© 2024 Lviv Polytechnic National University



Physics-informed neural networks for the reaction-diffusion Brusselator model 449

and the following initial conditions:
{

u0(x, y) = s1(x, y), (x, y) ∈ Ω,
v0(x, y) = s2(x, y).

In above equations, u and v are the dimensionless concentrations of the reactants U and V , β and ε
are the constant concentrations of input reactants, µ is a constant diffusion coefficient, h1, h2, s1 and
s2 are known functions. ∆ is the Laplacian operator.

The reaction-diffusion Brusselator model has diverse applications in chemical reaction-diffusion
processes such as enzymatic reactions, the formation of ozone by atomic oxygen via triple collision,
multiple coupling between modes in laser physics, and plasma physics.

Many researchers used several numerical methodes to approximate the solutions due to the
widespread use of the model and the inaccessibility of the exact solution. For example, in [4] Sirajul
Haq et al. presented a numerical scheme based on Fibonacci and Lucas polynomials. In [5], the authors
have used a combined cubic B-spline method with RK4 scheme for the resolution of two-dimensional
system. In [6], the authors developed a local discontinuous Galerkin and variational multiscale element
free Galerkin methods for the numerical solution of the two-dimensional Brusselator model. Twizell
et al. [7] applied the second-order finite difference scheme in order to obtain numerical solution of the
diffusion free Brusselator model.

In recent years, Deep Learning methods have been achieving unparalleled success in many applica-
tion fields such as speech recognition [8], image recognition [9,10] and natural language processing [11].
In particular, Physics-Informed Neural Networks (PINNs) have been used to solve numerous forward
and inverse differential problems. According to the results, PINNs can effectively solve partial differ-
ential equations at given certain initial and boundary conditions. Compared to traditional numerical
methods, neural networks offer several advantages, including higher accuracy and more efficient com-
putation. Many authors have used this approach in order to solve stiff PDEs such as the Brusselator
system [12,13].

In the current work, we will evaluate the PINN’s performance in solving 1D and 2D Brusselator
problems and compare it to those of other numerical methods [4, 5]. In Section 2, an explanation of
the PINN methodology will be presented. In Section 3, we will study the performances of the PINN
in solving four Brusselator problems. Conclusions are presented in Section 4.

2. PINN’s methodology

Physics-Informed Neural Networks are neural networks (NN) that are trained to solve supervised
learning problems while respecting the physical laws are given by the PDE. They were proposed by
Raissi et al. [14].

PINNs can solve PDEs expressed in this general form [15]:
{

N (u(x);λ) = f(x) x ∈ Ω ⊂ R
d,

B(u(x)) = g(x) x ∈ ∂Ω,

where N represents the nonlinear differential operator, B is the initial/boundary conditions operator,
x := (x1, . . . , xd−1, t) represents the spatiotemporal coordinate vector defined on Ω and λ are the
parameters related to the physics. Here, u represents the unknown solution of the problem, f is the
function that identify the data of the problem and g is the boundary function.

In the PINN methodology, the unknown solution u(x) is computationally predicted by a fully
connected neural network, parameterized by a set of parameters θ. This network takes the space-time
coordinate vector x as input and then outputs a solution ûθ(x). Between the input and the output
layers exist multiple hidden layers. Each of these hidden layer takes X = [x1, x2, . . . , xj ] as an input
and outputs Y = [y1, y2, . . . , yi] through a nonlinear activation function σ(·) such as:

yi = σ(wi,jxj + bi)

where trainable hyperparameters wi,j and bi represent the weights and biases of the network.
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In this sense, the NN must learn to approximate the solution of the partial differential equation
through finding the hyperparameters θ defining the network by minimizing a weighted loss function:

θ∗ = argmin
θ

(L(θ,T )).

The loss function is given by:

L(θ,T ) = ωNLN (θ,Tn) + ωBLB(θ,Tb),

where:

LN (θ,Tn) =
1

|Tn|

∑

x∈Tn

‖N (ûθ(x);λ) − f(x)‖2
2
,

LB(θ,Tb) =
1

|Tb|

∑

x∈Tb

‖B(ûθ(x))− g(x)‖2
2
.

Here, LN and LB are the residual of the governing PDE and the boundary conditions respectively. Tn
is the set of points inside the domain Ω and Tb is the set of points on the boundary ∂Ω. ωN and ωB

are the weighting coefficients of LN and LB respectively.

PDE

LOSS

Fig. 1. Schematic of PINN for solving the Brusselator system.

In Figure 1, we present a schematic of our PINN framework. The NN takes as input the spa-
tiotemporal coordinates x, y and t, and through its hidden layers it outputs the concentrations u and
v. Then the network calculates the boundary losses from the boundary conditions and then uses the
automatic differentiation to calculate the residual inside the domain by enforcing the PINN output to
satisfy the Brusselator equations. The total loss is then calculated by adding the PDE residual loss
and the boundary loss. The loss function is then minimized using an optimizer in order to obtain the
new hyperparametres of the network.

3. Results and discussions

We test the efficiency of our PINN on four different problems. We implemented our PINN using Google
Colaboratory notebooks https://colab.research.google.com/?hl=fr on its GPU T4. We sample
the training points using the Latin Hypercube Sampling (LHS) and we choose the activation function
for all the examples to be “tanh(·)”.
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Problem 1. We consider the case of one dimensional Brusselator model given by:










∂u

∂t
= µ

∂2u

∂x2
+ u2v − (ε+ 1)u+ β,

∂v

∂t
= µ

∂2v

∂x2
− u2v + εu,

with the following initial conditions:

u0(x) = 1 + sin(2πx), v0(x) = 3 x ∈ Ω,

and Dirichlet boundary conditions:

u(0, t) = 1, u(1, t) = 1, v(0, t) = 3, v(1, t) = 3, t > 0.

2.0

1.5

0.5

1.0

0.0
0.2

0.4
0.6

0.8
1.0

x
0

2
4

6
8

10

t

Predicted u

2.5

3.5

3.0

2.0

2.5

0.0
0.2

0.4
0.6

0.8
1.0

x
0

2
4

6
8

10

t

Predicted v

4.0

1.5

Fig. 2. Predicted solution for Problem 1.

We choose, in this case, µ = 1/50, ε = 3
and β = 1. We choose 30000 training
residual points inside Ω, and 3000 train-
ing points sampled on its boundary for the
boundary conditions and 3000 initial resid-
ual points for the initial conditions. We use
a Fully Connected Neural Network (FCNN)
of depth 5 (i.e., 4 hidden layers) with 50
neurons on each layer, we trained our NN
with 30000 iterations using the optimizer
Adam then we continue to train our neural network using the optimizer L-BFGS to achieve a smaller
loss. The predicted solution was plotted using our PINN over the domain Ω = [0, 1]× [0, 10]. As shown
in Figure 2, the solution profile is in good agreement with those computed using numerical methods
in [4].

Problem 2. For this problem, we consider equation (1) with the given initial conditions:

u0(x, y) = 0.5 + y, v0(x, y) = 1 + 5x,

and boundary conditions:

ux(0, y, t) = 0, ux(1, y, t) = 0, vy(x, 0, t) = 0, vy(x, 1, t) = 0, t > 0.

Table 1. Approximate solution
of Problem 2 at point (0.4, 0.6).

T Our PINN Ref. [5]
1.0 u = 2.3890 u = 2.3893

v = 0.1965 v = 0.1968
2.0 u = 1.4464 u = 1.4478

v = 0.2970 v = 0.2971
3.0 u = 1.1087 u = 1.1094

v = 0.3877 v = 0.3877
5.0 u = 0.9796 u = 0.9799

v = 0.4859 v = 0.4858
7.0 u = 0.9920 u = 0.9925

v = 0.5038 v = 0.5035
8.0 u = 0.9977 u = 0.9979

v = 0.5029 v = 0.5026
9.0 u = 1.0003 u = 1.0001

v = 0.5014 v = 0.5011

We choose ε = 0.5, β = 1 and µ = 0.002. We choose 30000 train-
ing residual points inside the domain Ω = [0, 1]2 × [0, 10], and 1500
training points sampled on its boundary. We also choose 2000 initial
residual points for the initial conditions. We use a FCNN of depth 4
(i.e., 3 hidden layers) with 123 neurons on each layer, we trained our
NN with 30000 iterations using Adam then we continue the training
of our the network using the optimizer L-BFGS to achieve a smaller
loss. In Table 1, we compare our PINN with the numerical method
cited in [5]. From the table it is noticed that our method produced
same results as recorded in [5].

Problem 3. We consider another case of equation (1) when µ =
0.25, ε = 1 and β = 0 with the given exact solution for all (x, y) ∈
[0, 1]2 and t ∈ [0, 5]:

{

u(x, y, t) = exp(−x− y − 0.5t),
v(x, y, t) = exp(x+ y + 0.5t).

In this case, we choose 60000 points inside the domain and 6000
points for the boundary and initial conditions. We use the same architecture of NN as used in Prob-
lem 1. We trained our network for 30000 iterations using Adam then we continue training the network
using L-BFGS to obtain a smaller loss. We presented the results obtained by our PINN in Tables 2 and
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3. It can be seen from the tables that the proposed framework produced accurate solutions. Figures 3
and 4 show an implementation of the predicted solution at T = 2 and T = 5 respectively. From the
figures we can notice that the exact and the predicted solutions are well matched with each other which
prove that the proposed PINN is efficient.
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Fig. 3. Exact and predicted solutions at t = 2.
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Fig. 4. Exact and predicted solutions at t = 5.

Table 2. Absolute errors for Problem 3 using PINN solution.

(x, y) T Exact u Absolute u Absolute error
(0.3, 0.3) 1 0.33281922 0.33287108 5.1856×10−5

3 0.12242617 0.12245643 3.0264×10−5

5 0.04563612 0.04504920 5.8692×10−4

(0.5, 0.5) 1 0.22308332 0.22313016 4.4894×10−5

3 0.08185102 0.08208500 2.3380×10−4

5 0.03043715 0.03019738 2.3977×10−4

(0.9, 0.9) 1 0.09998850 0.10025884 2.7034×10−4

3 0.03648921 0.03688317 3.9396×10−4

5 0.01383702 0.01356856 2.6846×10−4

Table 3. Absolute errors for Problem 3 using PINN solution.

(x, y) T Exact v Absolute v Absolute error
(0.3, 0.3) 1 3.00361630 3.00416602 5.4979×10−4

3 8.16627900 8.16616991 1.0872×10−4

5 22.19785700 22.19795128 9.3460×10−5

(0.5, 0.5) 1 4.4813876 4.48168907 3.0136×10−4

3 12.18246100 12.18249396 3.3379×10−5

5 33.11552000 33.11545196 6.8664×10−5

(0.9, 0.9) 1 9.9736960 9.97418245 4.8637×10−4

3 27.11241100 27.11263892 2.2697×10−4

5 73.70000000 73.69979370 2.0599×10−4

Mathematical Modeling and Computing, Vol. 11, No. 2, pp. 448–454 (2024)



Physics-informed neural networks for the reaction-diffusion Brusselator model 453

Problem 4. Consider equation (1) with the following initial conditions:

u0(x, y) = 2 + 0.25y, v0(x, y) = 1 + 0.8x (x, y) ∈ [0, 1]2,

and boundary conditions:

ux(0, y, t) = 0, ux(1, y, t) = 0, vy(x, 0, t) = 0, vy(x, 1, t) = 0, t ∈ [0, 10].

We choose the parameters to be µ = 0.002, ε = 1 and β = 2. We implemented the same NN used in
Problem 3. We compare the results obtain with PINN with those obtained in [4, 5]. The results are
presented in Tables 4 and 5. From the tables, we can see that our framework gives the same results as
in [4, 5].

Table 4. Approximate solution
of Problem 4 at point (0.2, 0.2).

Table 5. Approximate solution
of Problem 4 at point (0.8, 0.9).

T Our PINN Ref. [4] Ref. [5]
1.0 u = 2.3453 u = 2.3457 u = 2.3454

v = 0.4163 v = 0.4162 v = 0.4163
2.0 u = 2.0950 u = 2.0953 u = 2.0952

v = 0.4690 v = 0.4688 v = 0.4689
3.0 u = 2.0218 u = 2.0220 u = 2.0219

v = 0.4917 v = 0.4916 v = 0.4916
5.0 u = 2.0007 u = 2.0008 u = 2.0008

v = 0.4997 v = 0.4997 v = 0.4996
7.0 u = 2.0000 u = 2.0000 u = 2.0001

v = 0.5000 v = 0.5000 v = 0.4999
8.0 u = 2.0000 u = 2.0000 u = 2.0000

v = 0.5000 v = 0.5000 v = 0.5000
9.0 u = 2.0001 u = 2.0000 u = 2.0000

v = 0.5000 v = 0.5000 v = 0.5000

T Our PINN Ref. [4] Ref. [5]
1.0 u = 2.6073 u = 2.6323 u = 2.6069

v = 0.3692 v = 0.3656 v = 0.3693
2.0 u = 2.1759 u = 2.1839 u = 2.1757

v = 0.4476 v = 0.4459 v = 0.4478
3.0 u = 2.0428 u = 2.0460 u = 2.0433

v = 0.4845 v = 0.4837 v = 0.4844
5.0 u = 2.0015 u = 2.0027 u = 2.0017

v = 0.4993 v = 0.4991 v = 0.4993
7.0 u = 1.9999 u = 2.0011 u = 2.0001

v = 0.5000 v = 0.4997 v = 0.4999
8.0 u = 2.0000 u = 2.0011 u = 2.0000

v = 0.5000 v = 0.4998 v = 0.5000
9.0 u = 2.0000 u = 2.0000 u = 2.0000

v = 0.5000 v = 0.5000 v = 0.5000

4. Conclusions

In this study, we test the efficiency of PINNs in solving the nonlinear reaction diffusion Brusselator
system. A total of four problems of the Brusselator system were investigated using the proposed
technique.

We compared the results obtained by PINN with those obtained by the numerical methods cited
in [4,5]. It was found that the solutions obtained by PINN are very accurate and show good agreement
with the numerical and analytical solutions.

For future work, we will compare the performance of PINN with other neural network techniques,
such as Recurrent Neural Networks (RNN).
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Фiзичнi нейроннi мережi для реакцiйно-дифузiйної
моделi брюселятора

Харiрi I.1, Радiд А.1, Рофiр К.2

1LMFA, FSAC, Унiверситет Хасана II Касабланки
2LASTI, ENSAK, Унiверситет Султана Мулая Слiмана

У цiй роботi розв’язуємо одновимiрну та двовимiрну нелiнiйну жорстку реакцiйно-
дифузiйну систему брюселятора за допомогою технiки машинного навчання пiд наз-
вою фiзичнi нейроннi мережi (PINN). PINN досяг успiху в рiзних наукових та iн-
женерних дисциплiнах завдяки своїй здатностi кодувати фiзичнi закони, якi заданi
диференцiальними рiвняннями у частинних похiдних, у функцiю втрат нейронної
мережi так, що мережа повинна не лише вiдповiдати вимiрюванням, початковим i
граничним умовам, але також задовольняти основнi рiвняння. Використання PINN
для брюселятора все ще перебуває в зародковому станi, i потрiбно вирiшити багато
питань. Ефективнiсть фреймворку перевiряється шляхом розв’язання деяких одно-
та двовимiрних задач iз порiвнянням їх з чисельними або аналiтичними результатами.
Перевiрка результатiв дослiджується з точки зору абсолютної похибки. Результати
показали, що наш PINN спрацював добре, забезпечивши високу точнiсть у розв’язаннi
поставлених задач.

Ключовi слова: фiзична нейронна мережа; глибоке навчання; реакцiйно-дифузiйна

система Брюсселятора; жорсткi PDE.
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