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Abstract. This article examines the efficiency of code generation by the Arduino IDE 

development environment when performing elementary arithmetic operations of addition and 

subtraction. This environment is a popular tool among developers for working with microcontrollers, 

as it has a convenient interface for rapid prototyping. One of the key characteristics of such 

environments is the quality of the generated code, which affects the speed of program execution, 

memory usage, and overall system performance. Therefore, studying the efficiency of code generation 

by the specified development environment is a relevant task. This study analyzes performance, 

memory usage, and code optimization by the compiler. Experimental results are presented and con-

clusions are drawn regarding the feasibility of using the environment for tasks with high performance 

requirements. 

Keywords: Arduino IDE, code generation, efficiency, arithmetic operations, addition, 

subtraction, microcontrollers, AVR, firmware file. 

Introduction 

Arduino IDE is one of the most popular development environments for programming various 

microcontrollers used in the Arduino hardware platforms [1]. Today, the Arduino hardware platforms include 

the following families: Arduino Nano, Arduino MKR, Arduino Mega, and Arduino Classic. 

The Arduino Nano family is a set of miniature boards with a lot of features. It ranges from the 

inexpensive basic Nano Every to the multi-functional Nano 33 BLE Sense / Nano RP2040 Connect with 

Bluetooth® / Wi-Fi® radios. These boards also have a set of built-in sensors such as temperature/humidity, 

pressure, gesture recognition, microphone, etc. 

The Arduino MKR family is a series of boards, shields, and carriers that can be combined to create 

fairly complex projects without any additional circuitry. Each board is equipped with a radio module (except 

the MKR Zero) that supports Wi-Fi®, Bluetooth®, LoRa®, Sigfox®, NB-IoT communication. All boards 

in the family are based on the low-power 32-bit Arm® Cortex®-M0 processor SAMD21 and are equipped 

with a cryptographic chip for secure communication. 

The Arduino Mega family is a board for projects based on AVR microcontrollers that require a lot of 

processing power and a large number of GPIO pins. 

The Arduino Classic family is a classic family of boards based on AVR microcontrollers, ranging 

from the legendary Arduino UNO to boards such as Leonardo & Micro. 

Despite the variety of Arduino boards, the Arduino IDE provides a user-friendly interface for writing, 

compiling, and uploading code without requiring a deep understanding of the low-level details of the 

microcontroller. This allows even beginners to quickly create their own projects using sensors, actuators, 

displays, and other electronic components. 



Research of the Efficiency of Code Generation by the Arduino IDE Development… 

31 

Review of Modern Information Sources on the Subject of the Paper 

The Arduino hardware platform [1] based on AVR microcontrollers [2] is widely used for educational 

purposes [3–5]. It also allows you to create interesting and quite complex projects that are used by enthusiasts 

around the world in everyday life [6–9]. Many developers use the Arduino platform not only for learning, 

but also as a tool for creating more complex systems or even as a replacement for expensive devices and 

machines [10–12]. For programming and rapid prototyping, the Arduino IDE development environment [1] 

is usually used, which already contains ready-made libraries. However, the question arises: how effectively 

does this environment generate code? Therefore, studying the efficiency of code generation by the 

aforementioned development environment, which will answer the question posed, is a relevant task. This 

article investigates the efficiency of code generated by the Arduino IDE, using the example of elementary 

arithmetic operations of addition and subtraction, which are the basis of any serious project. 

Problem Statement 

After analyzing a large number of Arduino projects, it can be noted that, despite its convenience, the 

Arduino IDE does not always generate optimal machine code. Microcontrollers used in Arduino platforms 

have limited resources, in particular, a small amount of FLASH memory for storing the program, limited 

random access memory (RAM) and a relatively low clock frequency [2]. Because of this, a large and 

unoptimized program can lead to crashes, slow down the device, or even lack of memory to perform basic 

operations. 

In addition, the performance of the device depends not only on the characteristics of the 

microcontroller, but also on the quality of the written code. Some standard functions used in the Arduino 

IDE (for example, digitalWrite() or delay()) greatly simplify programming, but are slower than direct access 

to the microcontroller registers. The use of inefficient algorithms, inappropriate data types, incorrect and 

inefficient variable descriptions or excessive function calls can lead to unnecessary memory usage and delays 

in program execution. 

That is why studying the efficiency of code generation by the Arduino IDE development environment 

with the aim of further optimizing it plays a key role in developing efficient programs for microcontrollers. 

Efficient code allows you to reduce memory usage, increase data processing speed, and extend the battery 

life of the device, which is especially important for power-dependent projects. 

By efficient code we mean code that performs the assigned tasks with minimal resource consumption, 

such as processor time, memory, and power consumption, without losing clarity, readability, and 

maintainability [13, 14]. 

The main characteristics of effective code include the following: 

1. Performance – the code runs quickly, minimizing unnecessary operations and function calls. 

2. Optimal memory usage – excessive consumption of RAM and FLASH memory is avoided. 

3. Readability and maintainability – the code is well-structured, understandable to other developers 

and easily adaptable to new requirements. 

4. Compactness – code duplication is avoided, efficient algorithms are used. 

5. Modularity – the code is divided into independent functional blocks, which simplifies its 

modification and testing. 

6. Balance between speed and resource consumption – a compromise between performance and energy 

saving is achieved, which is important for embedded systems. 

In the context of Arduino, efficient code allows the device to run faster, more stable, and more 

economically using the microcontroller’s limited resources. In the case of power supply from an autonomous 

power source, the operating time of the developed microcontroller system, which runs under the control of 

optimized software code, increases. 

For AVR microcontrollers used in the Arduino Nano, Arduino Mega and Arduino Classic families, 

and operating at frequencies up to 20 MHz, in the vast majority of projects [6–12], the amount of available 

memory is crucial: both FLASH for storing code and RAM. Therefore, in this study, the main focus is on 

the size of the generated code. 
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Main material presentation 

To investigate the efficiency of code generation by specialized development environments for the 

AVR architecture using the example of elementary arithmetic operations of addition and subtraction, we will 

use Arduino IDE version 2.3.4. As a hardware platform for research, we will choose the classic Arduino 

UNO R3 board, Fig. 1. 

 

Fig. 1. The Arduino UNO R3 board under study  

Addition operation. First, we will find the most optimal implementation of the addition operation on 

integer variables of type byte. The byte data type occupies 1 byte in memory, accepts values: 0–255 

(unsigned integers). To do this, we will determine the size of the code generated by the Arduino IDE for the 

following ways of performing this operation: 

1. Local variables without additional functions. 

2. Global variables, an addition function without parameters and without returning a result. 

3. Global variables, an addition function without parameters with returning a result. 

4. Global variables, an addition function that accepts arguments and returns a result. 

5. Local variables, an addition function that accepts arguments and returns a result. 

A sketch that implements the addition operation of two variables of type byte using local variables 

and without additional functions is shown in Fig. 2. 

 

Fig. 2. The operation of adding two variables of type byte using local variables  

and without additional functions  
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As can be seen from Fig. 2, the size of the firmware file, without the bootloader, takes up 1394 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.32 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 

available, this will be approximately 8.64 % of the available memory. And for the ATMega8 microcontroller, 

which has 8064 bytes of FLASH memory available, this will be approximately 17.3 % of the available 

memory. With the bootloader, this percentage will already be 23.5 % of the available FLASH memory. 

A sketch that implements the operation of adding two variables of type byte using global variables 

and the addition function without parameters and without returning the result is shown in Fig. 3. 

 

Fig. 3. The operation of adding two variables of type byte using global variables  

and the addition function without parameters and without returning a result  

A sketch that implements the operation of adding two variables of type byte using global variables 

and the add function without parameters but returning the result is shown in Fig. 4. 

 

Fig. 4. The operation of adding two variables of type byte using global variables  

and the addition function without parameters but returning the result  
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As can be seen from Fig. 3, the size of the firmware file, without the bootloader, takes up 1412 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.38 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 

available, this will be approximately 8.75 % of the available memory. And for the ATMega8 microcontroller, 

which has 8064 bytes of FLASH memory available, this will be approximately 17.51 % of the available 

memory. With the bootloader, this percentage will already be 23.74% of the available FLASH memory. 

As can be seen from Fig. 4, the size of the firmware file, without the bootloader, takes up 1412 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.38 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 

available, this will be approximately 8.75 % of the available memory. And for the ATMega8 microcontroller, 

which has 8064 bytes of FLASH memory available, this will be approximately 17.51 % of the available 

memory. With the bootloader, this percentage will already be 23.74 % of the available FLASH memory. 

This implementation of the operation of adding by the size of the firmware file is completely similar to the 

previous one, shown in Fig. 3. 

A sketch that implements the operation of adding two variables of type byte using global variables 

and an addition function that accepts arguments and returns a result is shown in Fig. 5. 
 

 

Fig. 5. The operation of adding two variables of type byte using global variables  

and an addition function that accepts arguments and returns the result  

As can be seen from Fig. 5, the size of the firmware file, without the bootloader, takes up 1428 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.43 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 

available, this will be approximately 8.85 % of the available memory. And for the ATMega8 microcontroller, 

which has 8064 bytes of FLASH memory available, this will be approximately 17.71 % of the available 

memory. With the bootloader, this percentage will already be 23.93 % of the available FLASH memory! 

This implementation of the operation of adding by the size of the firmware file is the worst of all those 

studied within the framework of this work. 

A sketch that implements the operation of adding two variables of type byte using local variables and 

an addition function that accepts arguments and returns the result is shown in Fig. 6. 

As can be seen from Fig. 6, the size of the firmware file, without the bootloader, takes up 1426 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.42 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 
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available, this will be approximately 8.84 % of the available memory. And for the ATMega8 microcontroller, 

which has 8064 bytes of FLASH memory available, this will be approximately 17.68 % of the available 

memory. With the bootloader, this percentage will already be 23.91 % of the available FLASH memory. 
 

 

Fig. 6. The operation of adding two variables of type byte using local variables  

and an addition function that accepts arguments and returns the result  

Let us present the obtained results in the form of a bar chart for the convenience of their visual 

comparison (Fig. 7). 

 

Fig. 7. Size of the MK firmware file without a bootloader for different ways  

of performing the operation of adding two byte type variables  

From the conducted research it is clear that for the operation of adding two single-byte variables, the 

Arduino IDE generates a firmware code of a minimum size of 1394 bytes when using local variables without 

using additional functions. Therefore, in the future, for our experiments, we will use exactly this variant of 

implementing an elementary operation. 

Now let's see how the size of the generated code depends on changing the data type from byte to int. 

Int is an integer type of 16-bit signed numbers in the range: –32 768–32 767, occupies 2 bytes in memory 
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for Arduino UNO R3 boards (for ESP8266 / ESP32 – 4 bytes). A sketch that implements the operation of 

adding two variables of type int using local variables and without using additional functions is shown  

in Fig. 8. 

 

Fig. 8. The operation of adding two variables of type int  

Now let’s replace the int data type with long. Long is a 32-bit integer type of signed numbers in the 

range: –2 147 483 648–2 147 483 647, occupies 4 bytes in memory for Arduino UNO R3 boards. A sketch 

that implements the operation of adding two variables of type long using local variables and without using 

additional functions is shown in Fig. 9. 

 

Fig. 9. The operation of adding two variables of type long  

As can be seen from Fig. 8, the size of the firmware file, without the bootloader, takes up 1418 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.39 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 

available, this will be approximately 8.79 % of the available memory. And for the ATMega8 microcontroller, 
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which has 8064 bytes of FLASH memory available, this will be approximately 17.58 % of the available 

memory. With the bootloader, this percentage will already be 23.81 % of the available FLASH memory. 

As can be seen from Fig. 9, the size of the firmware file, without the bootloader, takes up 1456 bytes 

out of 32256 available bytes for the ATMega328P microcontroller. This is approximately 4.51 % of the 

available FLASH memory. For the ATMega16 microcontroller, which has 16128 bytes of FLASH memory 

available, this will be approximately 9.03 % of the available memory. And for the ATMega8 microcontroller, 

which has 8064 bytes of FLASH memory available, this will be approximately 18.06 % of the available 

memory. With the bootloader, this percentage will already be 24.3 % of the available FLASH memory. 

Subtraction operation.Now let’s examine the efficiency of Arduino IDE code generation for the 

subtraction operation using the example of using local variables and without using additional functions. 

The sketch that implements the subtraction operation of two byte variables is shown in Fig. 10. 

 

Fig. 10. Subtraction operation of two byte type variables  

As can be seen from Fig. 10, the size of the firmware file generated by the Arduino IDE version 2.3.4 

environment, without the bootloader, takes up 1398 bytes out of 32256 available bytes for the ATMega328P 

microcontroller. This is approximately 4.33 % of the available FLASH memory. For the ATMega16 

microcontroller, which has 16128 bytes of FLASH memory available, this will be approximately 8.69 % of 

the available memory. And for the ATMega8 microcontroller, which has 8064 bytes of FLASH memory 

available, this will be approximately 17.34 % of the available memory. With the bootloader, this percentage 

will already be 23.56 % of the available FLASH memory. 

The sketch that implements the subtraction operation of two int variables is shown in Fig. 11. 

As can be seen from Fig. 11, the size of the firmware file is 1422 bytes. This is approximately 4.41 % 

of the available FLASH memory for the ATMega328P microcontroller. For the ATMega16 microcontroller, 

which has 16128 bytes of FLASH memory available, this will be approximately 8.82 % of the available 

memory. And for the ATMega8 microcontroller, which has 8064 bytes of FLASH memory available, this 

will be approximately 17.63 % of the available memory. With the bootloader, this percentage will already 

be 23.86 % of the available FLASH memory. 

The sketch that implements the subtraction operation of two long variables is shown in Fig. 12. 
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Fig. 11. The operation of subtracting two variables of type int  

 

Fig. 12. Subtraction operation of two variables of type long  

As can be seen from Fig. 12, the size of the firmware file generated by the Arduino IDE version 2.3.4 

environment, without the bootloader, takes up 1480 bytes. This is approximately 4.59 % of the available 

FLASH memory for the ATMega328P microcontroller. For the ATMega16 microcontroller, this will be 

approximately 9.17 % of the available memory. And for the ATMega8 microcontroller, respectively, 18.35 

%. With the bootloader, this percentage will already be 24.58 % of the available FLASH memory. 

Microcontroller firmware file. An example of a firmware file generated by the Arduino IDE version 

2.3.4 development environment without a bootloader and without optimization, with a size of 1394 bytes, 

compatible with Arduino Classic microcontrollers for the operation of adding two single-byte variables using 

local variables and without using additional functions is shown in Fig. 13. 
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Fig. 13. Firmware file without a bootloader and without optimization for the operation  

of adding two single-byte variables using local variables and without using additional functions  

An example of a firmware file generated by the Arduino IDE version 2.3.4 development environment 

with a bootloader without optimization, with a size of 1896 bytes, compatible with Arduino Classic 

microcontrollers for the operation of adding two single-byte variables using local variables and without using 

additional functions is shown in Fig. 14. 

As can be seen from Fig. 14, the size of the bootloader occupies 502 bytes in FLASH memory. This 

is approximately 1.56 % of the available FLASH memory for the ATMega328P microcontroller. For the 

ATMega16 microcontroller, this will be approximately 3.11 % of the available memory. And for the 

ATMega8 microcontroller, respectively, 6.21 %. 

Ways to improve code efficiency.First of all, to improve the efficiency of code written for the Arduino 

platform, based on and within the framework of the research conducted, the following steps can be suggested: 



Ruslan Holovatskyy 

40 

               

              

Fig. 14. Firmware file with a bootloader without optimization for the operation  

of adding two single-byte variables using local variables and without using additional functions  

1. Use variables effectively. You need to use the correct data types, namely byte (0–255) instead of 

int if the variable does not exceed this range or int instead of long. Uint8_t, uint16_t, uint32_t instead of int 

if unsigned numbers are required. Bool instead of int if the variable only accepts true or false. Const or 

#define for immutable values to avoid wasting RAM. 

2. Reduce the use of float data type. Working with float data type slows down code execution and 

takes up more memory. It is advisable to use integers, for example, multiply by 100 and work with int type 

if precision to two digits is required. 

3. Choose the optimal way to store strings, for example char array[] consumes less memory than 

String. Use F() to store strings in FLASH memory: 

Serial.println(F(“This text will be stored in FLASH memory, not RAM!”)); 

4. The Arduino IDE also has an internal code optimizer that you can use to optimize your sketch. Let's 

demonstrate how it optimizes our code for byte data types (Fig. 15). 
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Fig. 15. Using the built-in code optimizer to optimize a written sketch  

As can be seen from Fig. 15, the size of the firmware file generated by the Arduino IDE version 2.3.4 

environment after optimization but without the bootloader takes up 444 bytes. This is approximately 1.38 % 

of the available FLASH memory for the ATMega328P microcontroller. For the ATMega16 microcontroller, 

this will be approximately 2.75 % of the available memory. And for the ATMega8 microcontroller, 

respectively, 5.5 %. Together with the bootloader, after optimizing the generated code, the program will take 

up 946 bytes (444 bytes of the code itself, which implements the operation of adding two single-byte 

variables + 502 bytes of the bootloader). In percentage terms, this percentage will already be 11.73 % of the 

available FLASH memory for the ATMega8 microcontroller. That is, the increase in the size of the firmware 

file when using the bootloader is obvious. 

5. If possible, abandon the bootloader. Such abandonment will slightly complicate the programming 

of the microcontroller, but will save 502 bytes of valuable FLASH memory. 

An example of a firmware file generated by the Arduino IDE version 2.3.4 development environment 

without a bootloader but with optimization, with a size of 444 bytes, compatible with Arduino Classic 

microcontrollers for the operation of adding two one-byte variables using local variables and without using 

additional functions is shown in Fig. 16. 

 
Fig. 16. Optimized firmware file for the operation  

of adding two byte variables without a loader  
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Fig. 17. Optimized firmware file for the operation of adding two byte variables with a loader  

Results and discussion 

An example of a firmware file with a bootloader and optimization, 946 bytes in size, generated by the 

Arduino IDE version 2.3.4 development environment, compatible with Arduino Classic microcontrollers for 

the operation of adding two one-byte variables using local variables and without using additional functions, 

is shown in Fig. 17. 

As a result of the study, the efficiency of the generated code for the AVR architecture on the classic 

Arduino UNO R3 platform by the Arduino IDE version 2.3.4 development environment was analyzed, when 

performing basic arithmetic operations of addition and subtraction. The study included a comparison of code 

variants using variables of different types and forms of their initialization, as well as using different types of 

functions or without them. The sizes of the generated code by the Arduino IDE environment were considered 

and determined for the following ways of performing the addition operation: Local variables without 

additional functions; Global variables, an addition function without parameters and without returning a 

result; Global variables, an addition function without parameters with returning a result; Global variables, 

an addition function that accepts arguments and returns a result; Local variables, an addition function that 

accepts arguments and returns a result.  

The optimal implementation of the addition operation on integer variables was found. It turned out to 

be a method using local variables and without using additional functions (Fig. 7). Therefore, in the future, 

for our experiments with other dimensions of operands, this method of implementing the operation under 

study was chosen. The worst version of the implementation of the addition operation in terms of the firmware 

file size of all those studied within the framework of this work was also found. It turned out to be a version 

of implementing the addition operation using global variables and an addition function that accepts 

arguments and returns a result. 

The obtained research results are summarized in graphs for ease of visual perception and are presented 

in Fig. 18–20 with a detailed explanation of the results obtained. 

The size of the bootloader for the Arduino Classic family of boards has been determined. It occupies 

502 bytes of FLASH memory, which is approximately 1.56 % of the available FLASH memory for the 

ATMega328P microcontroller. For the ATMega16 microcontroller, this will be approximately 3.11 % of the 

available memory. And for the ATMega8 microcontroller, respectively, 6.21 %. 
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а  b 

Fig. 18. Firmware file sizes for elementary arithmetic operations of two byte type variables: 

a – for the addition operation; b – for the subtraction operation  

  

а  b 

Fig. 19. Firmware file sizes for elementary arithmetic operations of two variables of type Int: 

a – for the addition operation; b – for the subtraction operation. 

    

а  b 

Fig. 20. Firmware file sizes for elementary arithmetic operations of two Long type variables: 

a – for the addition operation; b – for the subtraction operation  

For visual perception and better understanding of the material presented in the article, examples of 

microcontroller firmware files without a loader (Fig. 13) and with a loader (Fig. 14) but without optimization, 

as well as without a loader (Fig. 16) and with a loader (Fig. 17) but with optimization for the operation of 

adding two single-byte variables using local variables and without using additional functions are provided. 

Based on the research, ways to improve the efficiency of code for sketches for the Arduino hardware 

platform are proposed. It is shown how effectively the internal code optimizer built into the Arduino IDE works. 
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Conclusions 

The conducted research showed, using the example of elementary arithmetic operations of addition 

and subtraction, that the Arduino IDE development environment generates inefficient code. The situation 

improves if the built-in code optimizer is used correctly. With its help, the size of the firmware file with a 

loader for the operation of adding two single-byte variables was reduced by half. The size of the firmware 

file without a loader for the operation of adding two single-byte variables was reduced by 3.2 times. 

However, it can be said with confidence that there is great potential for further reduction of the firmware file 

size. Which can be the subject of further research. 

The article also provides general recommendations for improving the efficiency of writing sketches 

for Arduino platforms. The main ones are: abandoning the bootloader; using constants instead of variables 

where possible, using data types with smaller bit sizes. It is shown that even simple arithmetic operations 

can have different hardware costs depending on the way they are written in the code. 

These findings have practical implications for embedded system developers, allowing them to make 

more informed decisions when choosing data types and programming style to achieve maximum efficiency. 

In the future, the research can be extended to other types of operations, variables, and other microcontroller 

architectures. 
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Анотація. У статті розглянуто ефективність генерування коду середовищем розробки Arduino 

IDE під час виконання елементарних арифметичних операцій додавання та віднімання. Це середовище є 

популярним інструментом серед розробників для роботи з мікроконтролерами, оскільки має зручний 

інтерфейс для швидкого прототипування. Однією з ключових характеристик таких середовищ є якість 

згенерованого коду, що впливає на швидкість виконання програм, використання пам’яті та загальну 

продуктивність системи. Тому дослідження ефективності генерування коду вказаним середовищем 

розроблення є актуальним завданням. У цьому дослідженні проаналізовано продуктивність, викорис-

тання пам’яті та оптимізацію коду компілятором. Наведено експериментальні результати та зроблено 

висновки щодо доцільності використання середовища для задач із високими вимогами до про-

дуктивності. 
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